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by Jonathan David Farley

A wise author of a technical article (mainly, myself) once cautioned, "Highly technical jargon will always drive even your boldest readers straight up the trunks of any nearby trees." Id est, novices run from big words in books and magazines faster than disks from lodestones. Display list interrupts, or DLIs, however, shouldn't frighten an experienced programmer like yourself away from this month's ANALOG Computing.

Yes, I admit that whoever coined the term display list interrupts just might've made it a little more self-explanatory (or perhaps a tad shorter), so as to eliminate the need for articles such as this. But, alas, the party involved did not. That's what I'm here for, anyway—to show, tell and explain to you all there is that I know about these elusive, conducive, cybernetic creatures controlled via computer (and keyboard), using little or no alliteration.

Now that the introduction to this piece is done, you may ask with impunity. "What's a DLI?" I'm glad you did; a DLI is an interruption in the display list. You may ask, "What's a display list?" (Go on. Ask.) Luckily for you, I have the answer; unfortunately, it's rather involved.

Watching TV.

The display list has, of course, something to do with the display produced by your TV set or monitor. Hence, to understand DLIs, you must understand your TV (or monitor). If you've ever examined the screen in a wild paroxysm of curiosity, you may have noticed it's composed of a myriad of diminutive dots. (If you've never, ever scrutinized the display, I'll wait while you do.) Each of these screen specks emits a specific color, and, from a distance, all of them form the image you see. (This operates along the same lines as the art form pointillism: a few paces from a painting, the human eye cannot differentiate two contiguous spots, so the whole picture is mentally interpreted as one image, not as multichromatic speckles.)

A special beam produced by your set gives the motes of the display their colors, sweeping over every one of them sixty times in a single second, starting from the top left corner. The beam's intensity can be controlled to create a bright or dim glow. From the starting position, it brushes over to the right, then turns itself off, so it doesn't fill in anything on its return to the left. The special ray automatically lowers itself slightly, and goes back to the left side. Here, it restarts to color yet another line of dots, turns off on the right, drops and rushes to the left again. One horizontal line of filled specks on the screen is termed a "horizontal scan line." When the TV completes 192 of these (or thereabouts), the display is finished, and the beam resets itself to the top left of the glass.

The times when the ray is off have special names. When it's on the right and going back to the left to turn back on, it's the "horizontal blank." Since screen dots are the elements which collectively form a picture, they're called "picture elements," or "pixels.

I hope it seems obvious that the Atari computer needs some way to tell the TV what to show on the screen. Here's how it does so.

In BASIC, the screen can only have one graphics mode at a time. The screen's either graphics 2 or graphics 6 (or any of the other BASIC graphics modes), but never more than one mode at a time (most of the time). By manipula-
tion of the display list, the display can be up to fourteen
different modes on one screen!

Perhaps you think of BASIC graphics mode 0 as just
that—BASIC graphics mode 0. Your Atari thinks of it as
ANTIC mode 2.

ANTIC is a video microprocessor: it controls the TV dis-
play, including the display list you've heard so much about.
To understand the display list, think of BASIC graphics
modes not as screens, (as in mode 0) of text, but as piles
of lines, or "mode lines" (i.e., mode 0 is really a pile of
twenty-four mode lines on top of each other). If you think
of it that way, you can see how one mode line could be
replaced by a different mode line. That's how the computer
gets so many graphics modes on one screen.

Inseparable screen?
The display list is a series of bytes located in your com-
puter's RAM. Its exact address can be found by multi-
plying the contents of location 561 by PEEKing into it by
256 and adding the product to the contents of 560. When
you switch graphics modes, your computer creates a new
display list. Type in this program:

```
10 GRAPHICS 0
20 DL=PEEK(561)*256+PEEK(560)
30 FOR A=0 TO 31
40 PRINT PEEK(DL+A);"";
50 NEXT A
60 GOTO 60
70 REM PRESS break TO STOP ME!
80 END
```

This program PRINTs the 32 bytes of the BASIC graphics
mode 0 display list onto the screen. It should start out with
three 112s, a 66, followed by two other numbers, several
2s, and a 65, followed by two other numbers. Just about
every number correlates to one line on your screen. For
instance, I told you that BASIC mode 0 is ANTIC mode
2. Those 2s in the display list indicate mode 0 lines.

DL shift.

Since in BASIC mode 0 there are forty characters per
line, when you type the graphics 0 command, the com-
puter takes 40 bytes and puts them on one line. However,
if you switch mode lines, it still thinks every mode line
is ANTIC 2. The result: wait, I'll show you!

Take a BASIC mode 3 line interposed right in the mid-
dle of a graphics 0 display. Well, in a graphics 3 display,
you know that you can plot up to 40 pixels across the
screen. Since it only takes 1 byte to produce 4 pixels, then
every line in BASIC mode 3 must take 10 bytes, as opposed
to the 40 in a mode 0 display. When the computer still
thinks it's in mode 0 for every line, it will take an extra
30 bytes' worth of characters after the mode 3 line of 10
bytes. It believes the line is a normal 40 bytes.

Since the 30 bytes of the mode 3 line take up one physi-
cal line (see the Atari BASIC Reference Manual for the defi-
nition), the next 30 bytes must be displayed on the next
physical line. That means everything will be shifted over
30 bytes, or pixel positions. You can try it and see for your-
sel; just POKE the ANTIC mode value equivalent for BA-
SIC mode 3 (8) in DL+16.

Table 1 tells you the number of pixels that can be plot-
ted per mode line, as well as the number of bytes per line.

Two disk versions.

Since issue 1, ANALOG Computing's subscrip-
tions have been available on disk, elimi-
ating the need for you to spend hours typing in
programs from our magazine. Now they're also
on 3½-inch disk, for ST users.

The rates for these disk subscriptions are
given in full on the ordering portion of this folder. And,
of course, both disk subscriptions include
a copy of the magazine itself.

To subscribe on disk, just check the appro-
priate box on the subscription form attached, or
call our toll-free number:

800-345-8112
(in Pennsylvania, 800-662-2444)

More codes of modes.

If you substitute, say, 10 for the POKE values in Lines
40 and 50, you'll see plotted pixels in the band, instead
of characters. ANTIC 10, or BASIC graphics mode 5, is not a
text mode.

The same byte means different things in different
modes. It's just translated another way, much like a byte
in BASIC 0 could be a character, but is four pixels in BA-
SIC 3. The codes for the characters and symbols in AN-
TIC are given in the Atari BASIC Reference Manual, and
the pixels' colors for nontext modes can be determined
by using the base 10 value you find and converting it to base 2. Every pair of bytes is the color for a pixel.

Going on: on a tangent once more, enter the following BASIC program:

```
10 GRAPHICS 8
20 REM BASIC GRAPHICS MODE 8=ANTIC 15
30 COLOR 1
40 PLOT 6, 60
50 DRAWTO 319, 80
60 END
```

The line that results from running this program is exactly one horizontal scan line. Now that you know what a horizontal scan line looks like, how many of these there are in one ANTIC mode 2 character. If you counted eight, you're correct; every ANTIC 2 (or normal text) mode line is composed of eight horizontal scan lines. If there are twenty-four mode 2 lines in a regular graphics 0 display, the screen then has 192 scan lines. As I said before, there are only 192 effective scan lines in your screen; a graphics 0 display uses the whole screen.

Now, other modes' pixels use varying numbers of horizontal scan lines. For instance, ANTIC mode 15 pixels, as you've seen, only take up a single scan line in vertical distance, while mode 7 lines take up sixteen scan lines. Let me show you why the number of scan lines in a mode line is important—type in the previous program again.

**Out of space.**

In a graphics 0 display, there are twenty-four lines per screen of 40 bytes per line of 960 bytes per screen. After you run the program, you see twenty-two mode lines of 40 bytes each and two mode 6 lines of lines each for a total of 926 bytes. Where did the missing bytes go?

Actually, they didn't go anywhere. Just as the computer expects 40 bytes for every mode line, no matter what, in a graphics 0 display, it expects 960 for the whole screen. The two mode 6 lines, while taking as many bytes as a single mode 2 line, take up twice the vertical space in horizontal scan lines.

Thus, all 192 scan lines are used up, but there's still one more line of characters left, the missing 40 bytes. Those 40 bytes are not displayed, because there's not enough space, but the computer treats them as if they were still on the display. In fact, when you move your cursor off the screen, you can't see it; it's in the "missing" line.

**Empty space.**

We've looked at the "mode codes" of the display list. Now let's see what the remaining bytes in it are. Starting at the top of your screen is the border.

---

**THE LOWEST PRICES**

**THE BEST SERVICE**

**ELECTRONIC ONE**

**CALL (614) 864-9994 • P.O. Box 13428 • COLUMBUS, OHIO 43213**

---

**ATARI COMP. HARDWARE**

<table>
<thead>
<tr>
<th>ATARI</th>
<th>COMPUTER HARDWARE</th>
</tr>
</thead>
<tbody>
<tr>
<td>65XE</td>
<td>64K COMPUTER</td>
</tr>
<tr>
<td>80XL</td>
<td>64K COMPUTER</td>
</tr>
<tr>
<td>130XE</td>
<td>128K COMPUTER</td>
</tr>
</tbody>
</table>

**DISK DRIVES**

| ATARI 1050 DISK DRIVE | 129.99 |
| CENTURIAN (810) | 169.99 |
| INDUST (THE ONE) | 249.99 |

**PRINTERS**

| STAR NXL | 239.99 |
| POWERTYPE | 265.99 |
| PANASONIC 1080 | 199.99 |
| PANASONIC 1091 | 229.99 |
| EPSON LX80 | 229.99 |
| TRACTOR (LX80) | 249.99 |
| ATARI 1050 | 76.99 |
| ATARI XMS64 | 199.99 |
| ATARI 1020 | 26.99 |
| ATARI XMS61 | 189.99 |

**INTERFACES**

| MPP MICRO PRINT | 34.99 |
| APE FACE | 34.99 |
| U-PRINT | 36.99 |
| MPP-1150 | 44.99 |

**MONITORS**

| SAKATA 13 COLOR | 139.99 |
| THOMPSON 14 COLOR | 159.99 |
| TENKA M10 | 149.99 |
| COMMODORE 1702 | 179.99 |
| MOON CABLES | 9.99 |
| GOLDSTAR 13 COLOR | 129.99 |

**WITH A BONUS CD!**

**GAME**

**Z-80**

**THE LOWEST PRICES**

**THE BEST SERVICE**

**ELECTRONIC ONE**

**CALL (614) 864-9994 • P.O. Box 13428 • COLUMBUS, OHIO 43213**

---

**PHONE LINES OPEN**

**10-6 E.S.T.**

**M-F**

---

**ATARI HARDWARE ACCESSORIES**

| US DOUBLER | 49.99 |
| 1KX MODEM | 49.99 |
| XM30 MODEM | 39.99 |
| SUPER 10K MODEM | 34.99 |
| ATARI LIGHT PEN | 37.99 |
| ATARI TOUCH TABLET | 42.99 |
| 95 INTERFACE | 95.99 |

**SPACE INVADERS**

**GYRUS**

**MINER 2400**

**E 1**

**CAVERN OF MARS**

**CALAXIAN**

**TRACK & FIELD**

**FINAL LEGACY**

**2000**

**COLOR MONITOR**

**80X DISK DRIVE**

**BUILD-IN TONE**

**1512 KEYBOARD**

**SOFTWARE**

**PRINT MASTER**

**THE FAYN**

**THE FAYN**

**HOME PLANETARIUM**

**JOUST**

**SILENT SERVICE**

**VIP PROF**

**SUNDOG**

**BLACK CALADURM**

**THE FAYN**

**THOUGHT MASTERY**

**MUSIC STUDIO**

**DEAD**

**KINGS QUEST II**

**HACKER**

**LEADER BOARD**

**LITTLE COMPUTER PEOPLE**

**MUSIC STUDIO**

**COPY LIST**

**MUSIC STUDIO**

**COPY LIST**

**MUSIC STUDIO**

**COPY LIST**

---

**HOW TO ORDER: CASHIER CHECKS MONEY ORDER OR VISA**

**ADD 4% FOR CHARGE CARD**

**NO PERSONAL CHECKS**

**NO C.O.D.S.**

**SHIP**

**ALL PRICES SUBJECT TO CHANGE WITHOUT NOTICE**

**SHIPPING**

**ADD $3.00 ON ALL ORDERS UNDER $100.00**

**ADD $5.00 ON ALL ORDERS OVER $100.00**

**COMPLETE FREETOWN CHARGED ON ALL ORDERS OVER THE CONTINENTAL UNITED STATES INCLUDING A F O**

**POLICIES**

**NO RETURNS WITHOUT A RETURN AUTHORIZATION**

**NO RETURNS UNLESS DEFECTIVE**

**NO DEFECTIVE WILL BE EXCHANGED...NO EXCEPTIONS**

**PLEASE SPECIFY...**

**CALL OR WRITE FOR FREE CATALOG**

---

**ANALOG COMPUTING**

**CIRCLE #111 ON READER SERVICE CARD**

---
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Take a look at it and estimate its size. Doesn't it look like three (completely blank) mode 2 lines stacked on each other? That's because both mode 2 lines and these lines have eight horizontal scan lines in them. You can create lines anywhere from one blank scan line to eight.

Let's say that N is the number of blank scan lines you want. Just POKE the value 16 * N - 16 into the appropriate byte of the display list. The computer will go about its business as if that line for those lines, weren't even there.

Some TV sets have "overscan"—parts of the display are lost behind the case of your TV. In a computer, no part of the screen which might hold any vital information should be off the visible portion of the screen. For unseen information is useless. The three "blank 8" lines, as they're called, push the display down enough to ensure that overscan doesn't occur.

RAM space and inanimate communication.

The next 3 bytes of the display list go together, the 66 and the two following numbers. The first byte is an operator and the next two operands: they could be almost any values, really. Remember how locations 560 and 561 manipulated in a special way revealed the first byte of the display list? Well, the fourth and fifth bytes of an unchanged display list for graphics 0 tell us the location of the first byte in the screen RAM. In case you forgot, in the screen RAM each byte (for mode 2 lines) is a character.

In a text mode, the character symbol displayed depends on the particular byte being used. There are 960 bytes in the screen RAM for graphics 0, to correspond to the same number of characters which may be put on the display in that full-screen mode.

To simplify, let's turn the inner workings of your Atari into some dialogue. For instance, the 66 in the display list spoken of earlier essentially says to your computer's processing unit: "Hey, you start putting those characters' bytes you got over there in the screen RAM—hmm. It's at... forty-thousand on the dot. That's where the screen RAM memory starts—translate em to characters and put those on me, starting on this line. Oh, yeah. I almost forgot. I'm an ANTIC mode 2 line."

The 66 is actually a composite of two commands of the Atari. It's broken up into a 2 and a 64 by the computer. The 2 means, "I'm a mode 2 line." and the 64 says, "Into this line and others below me (unless otherwise specified), put the data in memory locations starting with the following." The following memory location address (the two numbers following the 66) is the beginning of the screen RAM. The decimal address is calculated by multiplying the second number by 256, then adding the first.

The 64+2=66 command may be placed more than once in the display list. You could have one for each mode line. For instance. In that case, the characters would come from different portions in memory for every mode line. You might even combine the 64 command with a mode 8 line, for a 64+8=72 command line, or use it with almost any other mode. The screen of your Atari can be made as diverse and complex, or as simple and basic as you desire—if you know how to do it.

The operands of the commands may also be changed. Hence, your screen RAM for a mode line may be anywhere in the computer's available memory.

Rerun.

As you may have surmised by now, the 65 toward the end of the display list is an operator, or command that operates on the next two values following it, which are the location of the first byte in the display list. The display list is really a program for the ANTIC microprocessor; it needs some way to constantly run the list. The computer examines the list like a BASIC program that's run; the 65 is like a GOTO statement, and the next two numbers are the address where it must go to start the program over again.

Unit test.

I think I've given you enough information to understand the basics of display lists. You now have the power to warp the display list any way you choose, but experimentation is the only way to measure the full capability of your Atari. So go ahead, you can do it! Next month we'll tackle the display list interrupts themselves.

Jonathan David Farley has been working with computers since taking a college computer course at age nine, and is now interested in reviewing and writing software.